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Abstract. We present the tool RANKER for complementing Biichi au-
tomata (BAs). RANKER builds on our previous optimizations of rank-
based BA complementation and pushes them even further using numer-
ous heuristics to produce even smaller automata. Moreover, it contains
novel optimizations of specialized constructions for complementing (i) in-
herently weak automata and (ii) semi-deterministic automata, all deliv-
ered in a robust tool. The optimizations significantly improve the usabil-
ity of RANKER, as shown in an extensive experimental evaluation with
real-world benchmarks, where RANKER produced in the majority of cases
a strictly smaller complement than other state-of-the-art tools.

1 Introduction

Biichi automata (BA) complementation is an essential operation in the toolbox
of automata theory, logic, and formal methods. It has many applications, e.g., im-
plementing negation in decision procedures of some logics (such as the monadic
second-order logic S1S [1,2], the temporal logics EPTL and QPTL [3], or the first-
order logic over Sturmian words [4]), proving termination of programs [5,6,7], or
model checking of temporal properties [8]. BA complementation also serves as
the foundation stone of algorithms for checking inclusion and equivalence of w-
regular languages. In all applications of BAs, the number of states of a BA affects
the overall performance. The many uses of BA complementation, as well as the
challenging theoretical nature of the problem, has incited researchers to develop
a number of different approaches, e.g., determinization-based [9,10,11], rank-
based [12,13,14], or Ramsey-based [1,15], some of them [16,14] producing BAs
with the number of states asymptotically matching the lower bound (0.76n)" of
Yan [17]. Despite their theoretical optimality, for many real-world cases the con-
structions create BAs with a lot of unnecessary states, so optimizations making
the algorithms efficient in practice are needed.

We present RANKER, a robust tool for complementing (transition-based) BAs.
RANKER uses several complementation approaches based on properties of the
input BA: it combines an optimization of the rank-based procedure developed
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in [18,19,20] with specialized (and further optimized) procedures for comple-
menting semi-deterministic BAs [21], inherently weak BAs [22,23], and elevator
BAs [19]. An extensive experimental evaluation on a wide range of automata
occurring in practice shows that RANKER can obtain a smaller complement in
the majority of cases compared to the other state-of-the-art tools.

Contribution. We describe a major improvement of RANKER [18,19], turning it
from a prototype into a robust tool. We list the particular optimizations below.

— We extended the original BA complementation procedure with improved
deelevation (cf. [19]) and advanced automata reductions.

— We also equipped RANKER with specialized constructions tailored for widely-
used semi-deterministic and inherently weak automata.

— On top of that, we propose novel optimizations of the original NCSB con-
struction for semi-deterministic BAs and a simulation-based optimization of
the Miyano-Hayashi algorithm for complementing inherently weak automata.

All of these improvements are pushing the capabilities of RANKER, and also of
practical BA complementation itself, much further.

2 Biichi Automata

Words, functions. We fix a finite nonempty alphabet X' and the first infinite
ordinal w = {0,1,...}. An (infinite) word « is a function a: w — X where the
i-th symbol is denoted as a;. We abuse notation and sometimes represent a as
an infinite sequence o = agay ... X denotes the set of all infinite words over X.

Biichi automata. A (nondeterministic transition/state-based) Biichi automaton
(BA) over X is a quintuple A = (Q, 9, I, Qr, dr) where @ is a finite set of states,
§:Q x X — 29 is a transition function, I C Q is the sets of initial states, and
Qr C Q and dp C § are the sets of accepting states and accepting transitions
respectively. A is called deterministic if [7] < 1 and |§(g, a)| < 1 for each ¢ € Q
and a € X. We sometimes treat § as a set of transitions p — ¢, for instance, we
use p % q € 6 to denote that ¢ € §(p,a). Moreover, we extend § to sets of states
P C Q asd(Pa)=U,cpd(p,a). The notation 5‘5 for S C @ is used to denote
the restriction of the transition function 6 N (S x X' x S). Moreover, for ¢ € Q,
we use A[q] to denote the automaton (@, d, {q¢},Qr,dr).

A run of A from ¢ € Q on an input word « is an infinite sequence p: w — @
that starts in ¢ and respects 8, i.e., po = ¢ and Vi > 0: p; =% p;41 € 8. Let
infg s(p) € QUJ denote the set of states and transitions occurring in p infinitely
often. The run p is called accepting iff infg s(p) N (Qr Udr) # 0. A word « is
accepted by A from a state ¢ € @Q if A has an accepting run p on « from g,
ie.,, po = q. The set L4(q) = {a € X* | A accepts a from ¢} is called the
language of ¢ (in A). Given a set of states R C @, we define the language of R
as La(R) = U,cp £a(g) and the language of A as L(A) = La(]). If 6p =0, we
call A state-based and if Qr = 0, we call A transition-based.

A co-Biichi automaton (co-BA) C is the same as a BA except the definition
of when a run is accepting: a run p of C is accepting iff infg s(p) N (QrUdr) = 0.



—--preprocess=c

- N
— reduction

c€{ red , no-red} —-best
— deelevation --light --postprocess=c

c €{ copyheur , copyall, copyiwa}

—————— Ve N

— Qr/dF saturation
c€{accsat}

— automaton trimming

various comple-
mentation ap-
proaches (Fig. 2)

— reduction
¢ € {red}

postprocessing

— feature extraction

A
— preprocessing

\ J \ J \

Fig.1: Overview of the architecture of RANKER with the most important
command-line options. Default settings are highlighted in blue.

Automata types. Let A = (Q,0,1,Qp,0r) be a BA. C C Q is a strongly con-
nected component (SCC) of A if for any pair of states ¢,q’ € C it holds that ¢
is reachable from ¢ and ¢ is reachable from ¢. C is mazimal (MSCC) if it
is not a proper subset of another SCC. An MSCC is non-accepting if it con-
tains no accepting state and no accepting transition. We say that an SCC C
is inherently weak accepting (IWA) iff every cycle in the transition diagram
of A restricted to C contains an accepting state or an accepting transition.
We say that an SCC C' is deterministic iff (C’,é‘c,@, 0,0) is deterministic. A is
inherently weak (IW) if all its MSCCs are inherently weak accepting or non-
accepting, and weak if for states ¢,q’ that belong to the same SCC, q € Qp
iff ¢ € Qp. A is semi-deterministic (SDBA) if A[q] is deterministic for every
€QrU{peQ|s S pcdp,scQ,ac X} Finally, Ais called elevator if all
its MSCCs are inherently weak accepting, deterministic, or non-accepting.

3 Architecture

RANKER [24] is a publicly available command line tool, written in C++, im-
plementing several approaches for complementation of (transition/state-based)
Biichi automata. As an input, RANKER accepts BAs in the HOA [25] or the
simpler ba [26] format. The architecture overview is shown in Fig. 1. An input
automaton is first adjusted by various structural preprocessing steps to an inter-
mediate equivalent automaton with a form suitable for a complementation pro-
cedure. Based on the intermediate automaton type, a concrete complementation
procedure is used. The result of the complementation is subsequently polished
by postprocessing steps, yielding an automaton on the output. In the following
text, we provide details about the internal blocks of RANKER’s architecture.

3.1 Preprocessing and Postprocessing

Before an input BA is sent to the complementation block itself, it is first trans-
formed into a form most suitable for a concrete complementation technique.



On top of that as a part of preprocessing, we identify structural features that
are further used to enabling/disabling certain optimizations during the comple-
mentation. After the complementation, the resulting automaton is optionally
reduced in a postprocessing step. RANKER provides several options of prepro-
cessing/postprocessing that are discussed below.

Preprocessing. The following are the most important settings for preprocessing:

— Reduction: In order to obtain a smaller automaton, reduction using direct
simulation [27] can be applied (--preprocess=red). Moreover, if the input
automaton is IW or SDBA, we transform it into a transition-based BA, which
might be smaller (we only do local modifications and merge two states if
they have the same successors while moving the acceptance condition from
states to transitions entering accepting states). We, however, do not use
this strategy for other BAs, because despite their possibly more compact
representation, this reduction limits the effect of some optimizations used in
the rank-based complementation procedure (the presence of accepting states
allows to decrease the rank bound, cf. [19]).

— Deelevation [19]: For elevator automata, RANKER supports a couple of deel-
evation strategies (extending a basic version introduced in [19]). Roughly
speaking, deelevation makes a copy of MSCCs such that each copied MSCC
becomes a terminal component (i.e., no run can leave it) and accepting
states/transitions are removed from the original component (we call this the
deelevation of the component). Deelevation increases the number of states
but decreases the rank bounds for rank-based complementation. RANKER
offers several strategies that differ on which components are deelevated:

e —-preprocess=copyall: Every component is deelevated.

e —-preprocess=copyiwa: Only IWA components are deelevated.

e —-preprocess=copyheur: This option combines two modifications ap-
plied in sequence: (i) If the input BA is not IW and the rank bound
estimation [19] of the BA is at least 5, then all MSCCs with an ac-
cepting state/transition are deelevated (the higher rank bound indicates
a longer sequence of components, for which deelevation is likely to be
benefical). (ii) If on all paths from all initial states of the intermediate
BA, the first non-trivial MSCC is non-accepting, then we partially deter-
minize the initial part of the BA (up to the first non-trivial MSCCs); this
reduces sizes of macrostates obtained in rank-based complementation.

— Saturation of accepting states/transitions: Since a higher number of ac-
cepting states and transitions can help the rank-based complementation
procedure, RANKER can (using --preprocess=accsat) saturate accepting
states/transitions in the input BA (while preserving the language). This is,
however, not always beneficial; for instance, saturation can break the struc-
ture for elevator rank estimation (cf. [19]).

— Feature extraction: During preprocessing, we extract features of the BA that
can help the complementation procedure in the second step. The features are,
e.g., the type of the BA, rank bounds for individual states [19], or settings
of particular optimizations from [18] (e.g., for deterministic automata with
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Fig. 2: Overview of complementation approaches used in RANKER.

a smaller rank bound, it is counter-productive to use techniques reducing
the rank bound based on reasoning about the waiting part).

Postprocessing. After the complementation procedure finishes, RANKER removes
useless states and optionally applies simulation reduction (--postprocess=red).

3.2 Complementation Approaches

Based on the automaton type, RANKER uses several approaches for complemen-
tation (cf. Fig. 2). These are, ordered by decreasing priority, the following:

— Inherently weak BAs: For the complementation of inherently weak automata,
both the Miyano-Hayashi construction [22] and its optimization of adjust-
ing macrostates (described in Sec. 4.1), are implemented. The construction
converts an input automaton into an intermediate equivalent co-Biichi au-
tomaton, which is then complemented. The implemented optimizations ad-
just macrostates of the Miyano-Hayashi construction according to a direct
simulation relation. By default (--best), the Miyano-Hayashi construction
and the optimization of pruning simulation-smaller states from macrostates
are used and the smaller result is output. For the option --1ight, only the
optimized construction is used.

— Semi-deterministic BA: For SDBAs, RANKER by default (--best) uses both
an NCSB-based [21] procedure and an optimized rank-based construction
with advanced rank estimation [18,19]; the smaller result is picked. The
particular NCSB-based procedure used is NCSB-MAXRANK from Sec. 4.2
(RANKER also contains an implementation of NCSB-LAzy from [7], which
can be turned on using --ncsb-lazy, but usually gives worse results). For
the option --1ight, only NCSB-MAXRANK is used.

— Otherwise: For BAs with no special structure, RANKER uses the optimized
rank-based complementation algorithm from [18,19] with SPOT as the back-
off [18] (i.e., RANKER can determine when the input has a structure that
is bad for the rank-based procedure and use another approach). Particular
optimizations are selected according to the features of the input BA (e.g.,
the number of states or the structure of the automaton).



4 Optimizations of the Constructions

In this section, we provide details about new optimizations of complementation
of inherently weak and semi-deterministic automata implemented in RANKER.
Proofs of their correctness can be found in the technical report [28].

4.1 Macrostates Adjustment for Inherently Weak Automata

For complementing IW automata, RANKER uses a method based on the Miyano-
Hayashi construction (denoted as MTHAY) [22]: In the first step, accepting states
of an input IW BA A are saturated to obtain a language-equivalent weak au-
tomaton W = (Q,6,1,QF,0) (we remove accepting transitions because they do
not provide any advantage for IW automata). In the second step, W is converted
to the equivalent co-Biichi automaton C = (Q, 4, I, Q% = Q\ QF, ) by swapping
accepting and non-accepting states. Finally, the Miyano-Hayashi construction is
used to obtain the complement (state-based) BA.

Our optimizations of the MIHAY procedure are inspired by optimizations
of the determinization algorithm for automata over finite words [29] and by
saturation of macrostates in rank-based BA complementation procedure [20],
where simulation relations are used to adjust macrostates in order to obtain
a smaller automaton. We modify the original construction by introducing an ad-
justment function that modifies obtained macrostates, either to obtain smaller
macrostates (for pruning strategy) or larger macrostates (for saturating strat-
egy; the hope is that more original macrostates map to the same saturated
macrostate). Formally, given a co-BA C and an adjustment function 6: 29 — 29,
the construction MTHAYy gives the (deterministic, state-based) BA M1HAY((C) =
(Q',¢,I',Q%, D), whose components are defined as follows:
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* B'=(6(B,a)NS")\ Q% if B # 0, and
— F' =29 x {0}.

Intuitively, the construction tracks in the S-component all runs over a word
and uses the B-component to check that each of the runs sees infinitely many
accepting states from Q% (by a cut-point construction). The original MIHAY
procedure can be obtained by using identity for the adjustment function, 6 = id.
In the following, we use <% and j? to denote a direct simulation on W and
a fair simulation on C respectively (see, e.g., [30] for more details; in particular,
P j? q iff for every trace of C from state p over a with finitely many accepting
states, there exists a trace from ¢ with finitely many accepting states over Q).
Let C C @ x @ be a relation on the states of C defined as follows: p C ¢
iff (i) p j‘j q, (ii) ¢ is reachable from p in C, and (iii) either p is not reachable



from ¢ in C or p = ¢. The two adjustment functions pr, sat: 2¢ — 29 are then
defined for each S C @ as follows:

— pruning: pr(S) = S’ where S’ C S is the lexicographically smallest set (given
a fixed ordering on Q) such that Vg € S3¢’ € S’: ¢ C ¢’ and
— saturating: sat(S)={p€Q|IqeQ:p j? q}.

Informally, pr removes simulation-smaller states and sat saturates a macrostate
with all simulation-smaller states.! The correctness of the constructions is sum-
marized by the following theorem:

Theorem 1. For a co-BA C, L(MIHAY,;(C)) = L(MIHAY,,.(C)) = X« \ L(C).

In RANKER, we approximate a fair simulation j? by a direct simulation jZ‘;
(which is easier to compute); the correctness holds due to the following lemma:

Lemma 2. Let W = (Q,0,1,Qp,0) be a weak BA and C = (Q,0,1,Q% =
Q\ Qr,0) be a co-BA. Then =YY C <¢.

4.2 NCSB-MaxRank Construction

The structure of semi-deterministic BAs allows to use more efficient complemen-
tation techniques. From the point of view of rank-based complementation, the
maximum rank of semi-deterministic automata can be bounded by 3. If a rank-
based complementation procedure based on tight rankings (such as [18,19]) is
used to complement an SDBA, it can suffer from having too many states due to
the presence of the waiting part (intuitively, runs wait in the waiting part of the
complement until they can see only tight rankings, then they jump to the tight
part where they can accept, cf. [13,14,18] for more details). Furthermore, the
information about ranks of individual runs may sometimes be more precise than
necessary, which disables merging some runs. The NCSB construction [21] over-
comes these issues by not considering the waiting part and keeping only rough
information about the ranks. As a matter of fact, NCSB and the rank-based
approach are not comparable due to tight-rankings and additional techniques
restricting the ranking functions [18,19], taking into account structural proper-
ties of the automaton, which is why RANKER in the default setting tries both
rank-based and NCSB-based procedures for complementing SDBAs.

An issue of the NCSB algorithm is a high degree of nondeterminism of the
constructed BA (and therefore also a higher number of states). The NCSB-Lazy
construction [7] improves the original algorithm with postponing the nondeter-
ministic choices, which usually produces smaller results. Even the NCSB-LAzy
construction may, however, suffer in some cases from generating too many suc-
cessors. We propose an improvement of the original NCSB algorithm, inspired

1 It has been brought to our attention by Alexandre Duret-Lutz that a strategy similar
to pruning with direct simulation has been implemented in SPOT’s [31] determiniza-
tion and, moreover, generalized in [32] to also work in some cases within SCCs.



by the MAXRANK construction in rank-based complementation from [18] (which
is inspired by [14, Section 4]), hence called the NCSB-MAXRANK construction,
reducing the number of successors of any macrostate and symbol to at most two.

Formally, for a given SDBA A = (Q1W Q2,0 = 01WoW, I, Qp, 0F) where (o
are the states reachable from an accepting state or transition and ; is the rest,
01 = 01@,s 02 = d|,, and J; is the transition function between ()1 and (),
we define NCSB-MAXRANK(A) = (Q',I',d',Q%, ) to be the (state-based) BA
whose components are the following:

- Q' ={(N,C,S,B) € 291 x 292 x 202\Qr x 22 | B C C},
—I'={(QNI,Q:N1I,0,Q>N1I)},
— ¢’ = 41 U e where the successors of a macrostate (N,C, S, B) over a € X
are defined such that if 6z (S, a) # @ then &'((NV,C, S, B),a) =, else
e 11 ((N,C,S,B),a) ={(N',C",S", B")} where
* N’ :51(N,a),
* S = (52(Sa a)v
x O = (6:(N,a) U (C,a)) \ S, and
x B’ = C"if B =), otherwise B’ = §5(B,a)NC".
o If BNQF =0, we also set v2((N,C, S, B),a) = {(N',C*,S*, B*)} with

x* B* =10,
x S*=S5"UB, and
£ Ot =\ S,

else 12((N,C, S, B),a) = 0.
- QIF = {(N7C7S7B) € Q/ | Biw}

Intuitively, NCSB-MAXRANK provides at most two choices for each macrostate:
either keep all states in B or move all states from B to S (if B contains no
accepting state). If a word is not accepted by A, it will be safe to put all states
from B to S at some point. The construction is in fact incomparable to the orig-
inal NCSB algorithm [21] (in particular due to the condition C' C d5(C'\ QF, a),
which need not hold in NCSB-MAXRANK). Correctness of the construction is
given by the following theorem.

Theorem 3. Let A be an SDBA. Then L(NCSB-MAXRANK(A)) = X¢\ L(A).

5 Experimental Evaluation

We compared the improved version of RANKER presented in this paper with
other state-of-the-art tools, namely, GOAL [33] (implementing PITERMAN [10],
SAFRA [9], and FRIBOURG [16]), SPOT 2.9.3 [31] (implementing Redziejowski’s
algorithm [11]), SEMINATOR 2 [34], LTL2DSTAR 0.5.4 [35], ROLL [36], and the
previous version of RANKER from [19], denoted as RANKERQ. All tools were set
to the mode where they output a state-based BA. The correctness of our imple-
mentation was tested using SPOT’s autcross on all of BAs from our benchmarks.
The experimental evaluation was performed on a 64-bit GNU/LINUX DEBIAN
workstation with an Intel(R) Xeon(R) CPU E5-2620 running at 2.40 GHz with
32 GiB of RAM, using a 5-minute timeout. Axes in plots are logarithmic. An ar-
tifact that allows reproduction of the results is available as [37].
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Fig. 3: Evaluation of the effect of our optimizations for IW and SDBA automata.

Datasets. We use automata from the following three datasets: (i) random con-
taining 11,000 BAs over a two letter alphabet used in [38], which were randomly
generated via the Tabakov-Vardi approach [39], starting from 15 states and with
various parameter settings; (ii) LTL with 1,721 BAs over larger alphabets (up to
128 symbols) used in [34], obtained from LTL formulae from literature (221) or
randomly generated (1,500), (iii) Automizer containing 906 BAs over larger al-
phabets (up to 23° symbols) used in [7], which were obtained from the ULTIMATE
AUTOMIZER tool (all benchmarks are available at [40]). Note that we included
random in order to simulate applications that cannot easily generate BAs of
one of the easier fragments (unlike, e.g., ULTIMATE AUTOMIZER, which gener-
ates in most cases SDBAs) and have thus, so far, not been seriously considered
by the community due to the lack of practically efficient BA complementation
approaches (e.g., the automata-based S1S decision procedure [1]). All automata
were preprocessed using SPOT’s autfilt (using the --high simplification level),
and converted to the HOA format [25]. We also removed trivial one-state BAs.
In the end, we were left with 4,533 (random, blue data points), 1,716 (LTL, red
data points), and 906 (Automizer, green data points) automata. We use all to
denote their union (7,155 BAs).

5.1 Effect of the Proposed Optimizations

In the first part of the experimental evaluation, we measured the effect of the
proposed optimizations from Sec. 4 on the size of the generated state space, i.e.,
sizes of output automata without any postprocessing. This use case is motivated
by language inclusion and equivalence checking, where the size of the generated
state space directly affects the performance of the algorithm. We carried out
the evaluation on LTL and Automizer benchmarks (we use both to denote their
union) since most of the automata there are either IW or SDBAs.
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The first experiment compares the
number of states generated by the original
MiHAY and by the macrostates-pruning
optimization MIHAY,, from Sec. 4.1 on in-
herently weak BAs (948 BAs from LTL and
360 BAs from Automizer = 1,308 BAs).

Table 1: Effects of our optimiza-
tions for IW and SDBA automata.
Sizes of output BAs are given as
“pboth (LTL : Automizer)”.

method mean median

Note that we omit M1IHAY,,; as it is over-
all worse than MIHAY,,,. The scatter plot
is shown in Fig. 3a and statistics are in the
top part of Table 1. We can clearly see that
the optimization works well, substantially
decreasing both the mean and the median size of the output BAs.

The second experiment compares the size of the state space generated by
NCSB-LAzy [7] and NCSB-MAXRANK from Sec. 4.2 on 735 SDBAs (that are not
IW) from LTL (328 BAs) and Automizer (407 BAs). We omit a comparison with
the original NCSB [21] procedure, since NCSB-LAzy behaves overall better [7].
The results are in Fig. 3b and the bottom part of Table 1. Again, both the mean
and the median are lower for NCSB-MAXRANK. The scatter plot shows that the
effect of the optimization is stronger when the generated state space is larger
(for BAs where the output had > 150 states, our optimization was never worse).

MiHAY,, 43.4 (7.3:140.7) 7 (5:21)
MIHAY 46.1 (10.9:141.3) 7 (6:23

(6:23)
NCSB-MAXRANK 30 (20.3:38.3) 12 (8:28)
NCSB-Lazy 35.7 (25.1:44.8) 13 (9:32)

5.2 Comparison with Other Tools

In the second part of the experimental evaluation, we compared RANKER with
other state-of-the-art tools for BA complementation. We measured how small
output BAs we can obtain, therefore, we compared the number of states after
reduction using autfilt (with the simplification level -=~high). The scatter plots

10



Table 2: Statistics for our experiments. The table compares the sizes of comple-
ment BAs obtained by RANKER and other approaches (after postprocessing).
The wins and losses columns give the number of times when RANKER was
strictly better and worse. The values are given for the three datasets as “all
(random : LTL : Automizer)”. Approaches in GOAL are labelled with .

method mean median wins losses timeouts
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9) 2223 (1177: 503:543) 586
LTL2DSTAR 44 :12:47) 14 (19: 4)
SEMINATOR 2 46 1)
RoLL 8)

(
2794 (1297: 924:573) 448
1626 (1297: 291:38) 1113
6050 (

NN N S S S S~

5:11:54) 9 (8: 3824:1551:675) 620

in Fig. 4 compare the numbers of states of automata generated by RANKER,
RANKERQ,, and SPOT. Summarizing statistics are given in Table 2. The backoff
strategy in RANKER was applied in 278 (264:1:13) cases.

First, observe that RANKER sig-
nificantly outperforms RANKERQ.p,
especially in the much lower num-
ber of timeouts, which decreased mothod
by 65% (moreover, 66 of the 158 Rankex 372
timeouts were due to the timeout  BANKERow, — 4.62 )

. . PITERMAN @ 8.06 (6.07:5.95:28.38) 5.12 (4.96:5.08:8.68
of autfilt in postprocessing). The  sarra® 1158 (10.41:6.51:38.65) 5.41 (5.32:5.26:9.02

)
)
o
: SpoT 0.64 (0.57:0.02:2.28) 0.02 (0.02:0.01:0.02)
hlgher mean of RANKER compared FRIBOURG @ 13.13 (14.14:6.06:23. 88) 5.69 (6.82:4.92:6.57)
( )
( )
(

Table 3: Run times of the tools [s] given
as “all (random : LTL : Automizer)”

mean median

4.34:0.45:7.30) 0.05 (0.10:0.04:0.08
5.33:0.72:9.69) 0.07 (0.19:0.03:0.15

to RANKER(Q,;, is also caused by less  LTL2pstar = 2.1 (2.25:0.34:5.15) 0.02 (0.02:0.01:0.05
fimcouts). From Table 2, wo can also  SEor2 418 (i3 0as L) 033 01x0010)
see that RANKER has the smallest

mean and median (except ROLL and RANKER(,p, but they have a much higher
number of timeouts). RANKER has also the second lowest number of timeouts
(SPOT has the lowest). If we look at the number of wins and loses, we can see
that RANKER in majority of cases produces a strictly smaller automaton com-
pared to other tools. In Table 3, see that the run time of RANKER is comparable
to the run times of other tools (much better than GOAL and ROLL, comparable
with SEMINATOR 2, and a bit worse than SPOT and LTL2DSTAR).
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